#### **Annotations for Junit testing**

The Junit 4.x framework is annotation based, so let's see the annotations that can be used while writing the test cases.

**@Test** annotation specifies that method is the test method.

**@Test(timeout=1000)** annotation specifies that method will be failed if it takes longer than 1000 milliseconds (1 second).

**@BeforeClass** annotation specifies that method will be invoked only once, before starting all the tests.

**@Before** annotation specifies that method will be invoked before each test.

**@After** annotation specifies that method will be invoked after each test.

**@AfterClass** annotation specifies that method will be invoked only once, after finishing all the tests.

## Assert class

The org.junit.Assert class provides methods to assert the program logic.

#### Methods of Assert class

The common methods of Assert class are as follows:

1. **void assertEquals(boolean expected,boolean actual)**: checks that two primitives/objects are equal. It is overloaded.
2. **void assertTrue(boolean condition)**: checks that a condition is true.
3. **void assertFalse(boolean condition)**: checks that a condition is false.
4. **void assertNull(Object obj)**: checks that object is null.
5. **void assertNotNull(Object obj)**: checks that object is not null.

#### **Required jar files**

You need to load **junit4.jar** and **hamcrest-core.jar** files.

MOCKITO

Mockito is a mocking framework. It is a Java-based library used to create simple and basic test APIs for performing unit testing of Java applications. It can also be used with other frameworks such as **JUnit** and **TestNG**.

What is Mocking?

Mocking is a process of developing the objects that act as the **mock** or **clone** of the real objects. In other words, mocking is a testing technique where mock objects are used instead of real objects for testing purposes. Mock objects provide a specific (dummy) output for a particular (dummy) input passed to it.

To mock objects, you need to understand the three key concepts of mocking, i.e., stub, fake, and mock. Some of the unit tests involve only stubs, whereas some involve fake and mocks.

The brief description of the mocking concepts is given below:

1. **Stub:** Stub objects hold predefined data and provide it to answer the calls during testing. They are referred to as a dummy object with a minimum number of methods required for a test. It also provides methods to verify other methods used to access the internal state of a stub, when necessary. Stub object is generally used for **state verification**.
2. **Fake:** Fake are the objects that contain working implementations but are different from the production one. Mostly it takes shortcuts and also contains the simplified version of the production code.
3. **Mock:** Mock objects act as a dummy or clone of the real object in testing. They are generally created by an open-source library or a mocking framework like Mockito, EasyMock, etc. Mock objects are typically used for **behavior verification**.

## What is Mockito?

Mockito is a Java-based mocking framework used for unit testing of Java application. Mockito plays a crucial role in developing testable applications. It internally uses the Java Reflection API to generate mock objects for a specific interface. Mock objects are referred to as the dummy or proxy objects used for actual implementations.

# **Methods of Mockito**

The Mockito framework provides a variety of methods such as mock(), verify(), when(), etc., used to test Java applications. Using these predefined methods makes testing very easy.

|  |  |
| --- | --- |
| mock() | t is used to create mock objects of a given class or interface. Mockito contains five **mock()** methods with different arguments. When we didn't assign anything to mocks, they will return default values. All five methods perform the same function of mocking the objects. |
| when() | It enables stubbing methods. It should be used when we want to mock to return specific values when particular methods are called. |
| verify() | The **verify()** method is used to check whether some specified methods are called or not. In simple terms, it validates the certain behavior that happened once in a test. It is used at the bottom of the testing code to assure that the defined methods are called. |
| spy() | Mockito provides a method to partially mock an object, which is known as the **spy** method. When using the spy method, there exists a real object, and spies or stubs are created of that real object. If we don't stub a method using spy, it will call the real method behavior. The main function of the spy() method is that it overrides the specific methods of the real object. One of the functions of the spy() method is it verifies the invocation of a certain method. |
| doThrow() | It is used when to stub a void method to throw an exception. It creates a new exception instance for each method invocation. |
| doNothing() | It is used for setting void methods to do nothing. The doNothing() method is used in rare situations. By default, the void methods on mock instances do nothing, i.e., no task is performed. |
|  |  |
|  |  |

## Mocking Example
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Description automatically generated](data:image/png;base64,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)

Now, create an implementation class named **ToDoBusiness** for **ToDoService** interface.

|  |
| --- |
| 1. **public** **class** ToDoBusiness { 3. **public** ToDoService doService; 5. **public** ToDoBusiness(ToDoService doService) { 6. **this**.doService = doService; 7. } 9. **public** List<String> getTodosforHibernate(String user) 10. {   List<String> hibernatelist = **new** ArrayList<String>(); 11. List<String> Combinedlist = doService.getTodos(user); 13. **for**(String todo: Combinedlist) { 14. **if**(todo.contains("Hibernate")) { 15. hibernatelist.add(todo); 16. } 17. } 19. **return** hibernatelist; 20. } 21. } |
| 1. Create a JUnit test case named **ToDoBusinessMock** for unit testing. 2. **public** **class** ToDoBusinessMock { 4. @Test 5. **public** **void** testusing\_Mocks() { 7. ToDoService doService = mock(ToDoService.**class**); 9. List<String> combinedlist = Arrays.asList(" Use Core Java ", " Use Spring Core ", " Use w3eHibernate ", " Use Spring MVC "); 10. when(doService.getTodos("dummy")).thenReturn(combinedlist); 12. ToDoBusiness business = **new** ToDoBusiness(doService); 14. List<String> alltd = business.getTodosforHibernate("dummy"); 16. System.out.println(alltd); 17. assertEquals(1, alltd.size()); 18. } 19. } |

## Example of mocking a List class

Create a mock test class named **TestList** for testing the List class.

|  |
| --- |
| 1. **public** **class** TestList { 3. @Test 4. **public** **void** testList\_ReturnsSingle\_value() { 6. List mocklist = mock(List.**class**); 7. when(mocklist.size()).thenReturn(1); 9. assertEquals(1, mocklist.size()); 10. assertEquals(1, mocklist.size()); 12. System.out.println( mocklist.size()); 13. System.out.println(mocklist); 14. } 15. } |
| **Mocking a list.get method**   1. @Test 2. **public** **void** testList\_get() { 4. List mocklist = mock(List.**class**); 6. when(mocklist.get(0)).thenReturn("Mockito"); 8. assertEquals("Mockito", mocklist.get(0)); 9. System.out.println(mocklist.get(0)); |
|  |
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|  |
| --- |
| 1. **public** **class** ToDoBusiness { 2. **public** ToDoService doService; 3. **public** ToDoBusiness(ToDoService doService) { 4. **this**.doService = doService; 5. } 6. **public** **void** deleteTodosNotRelatedToHibernate(String user) { 7. List<String> Combinedlist = doService.getTodos(user); 8. **for**(String todos:Combinedlist) { 9. **if**(!todos.contains("Hibernate")) { 10. doService.deleteTodos(todos); |

Now make a mock class and verify if method delete tododisinvoked or not

|  |
| --- |
| 1. **public** **class** ToDoBusinessMock { 2. @Test 3. **public** **void** deleteTodosusing\_BDD() { 4. ToDoService todoService = mock(ToDoService.**class**); 5. List<String> combinedlist = Arrays.asList("Use Hibernate Java", "Use Hibernate Core", "Use Hibernate", "Use Spring MVC"); 6. given(todoService.getTodos("dummy")).willReturn(combinedlist); 7. ToDoBusiness business = **new** ToDoBusiness(todoService); 8. business.deleteTodosNotRelatedToHibernate("dummy"); 9. verify(todoService).deleteTodos("Use Spring MVC"); 10. } 11. } |

Using spy

|  |
| --- |
| 1. **public** **class** SpyTest { 2. @Test 3. **public** **void** test() { 4. List spyArrayList = spy(ArrayList.**class**); 5. assertEquals(0, spyArrayList.size()); 6. spyArrayList.add("Mockito"); 7. assertEquals(1, spyArrayList.size()); 8. } 9. } |

# **Argument Matchers**

Argument matchers are mainly used for performing flexible verification and stubbing in Mockito. It extends **ArgumentMatchers** class to access all the matcher functions. Mockito uses **equal()** as a legacy method for verification and matching of argument values. In some cases, we need more flexibility during the verification of argument values, so we should use argument matchers instead of **equal()** method. The ArgumentMatchers class is available in **org.mockito** package.

The ArgumentMatchers class contains a variety of methods; some of them are listed below:

|  |  |
| --- | --- |
| **Method type and method name** | **Description** |
| <T> any() | It matches all values (anything), including null values and varargs. |
| boolean anyBoolean() | It matches to any boolean or not-null boolean values. |
| byte anyByte() | It matches to any byte or not-null byte values. |
| char anyChar() | It matches to any char or not-null character values. |
| Collection <T> anyCollection | It matches any not-null collection in the application. |
| double anyDouble() | It matches to any double or not-null double values. |
| float anyFloat() | It matches to any float or not-null float values. |
| int anyInt() | It matches to any int or not-null integer values. |
| Iterable<T> anyIterable() | It matches to any int or not-null integer values. |
| Iterable<T> anyIterable() | It matches to any not-null iterable values. |
| List<T> anyList() | It matches any not-null list. |
| long anyLong() | It matches to any long or not-null long values. |
| Set<T> anySet() | It matches any not-null set. |
| short anyShort() | It matches to any short or not-null short values. |
| String anyString() | It matches any not-null String. |
| <T> argThat(ArgumentMatcher<T> matcher) | It allows the creation of custom argument matchers. |
| boolean booleanThat(ArgumentMatcher<Boolean> matcher) | It allows the creation of the custom boolean argument matchers. |
| byte byteThat(ArgumentMatcher<Byte> matcher) | It allows the creation of custom byte argument matchers. |
| char charThat(ArgumentMatcher<Character> matcher) | It allows the creation of custom char argument matchers. |
| String contains(String substring) | It matches the String argument that contains the substring. |
| double doubleThat(ArgumentMatcher<Double> matcher) | It allows the creation of custom double argument matchers. |
| String endsWith(String suffix) | It matches the String argument that ends with the given suffix. |
| boolean eq(boolean value) | It matches with the boolean argument that is equal to the given value. |
| double eq(double value) | It matches with the double argument that is equal to the given value. |
| long eq(long value) | It matches the long argument that is equal to the given value. |
| <T> isNotNull() | It matches with the not null argument. |
| <T> is Null() | It matches the null argument. |
| <T> same(T value) | It checks whether the object argument is the same as the given value. |
|  |  |
|  |  |

**Example of using a list an dmocking its get method**

**public** **class** TestList {

1. @Test
2. **public** **void** testList\_Argument\_Matchers() {
4. List<String> mocklist = mock(List.**class**);
6. when(mocklist.get(Mockito.anyInt())).thenReturn("Mockito");
8. assertEquals("Mockito", mocklist.get(0));
9. assertEquals("Mockito", mocklist.get(1));
10. assertEquals("Mockito", mocklist.get(2));
11. }

### **Example of throwing an exception using Argument matcher**

1. **public** **class** TestList {
3. @Test(expected = RuntimeException.**class**)
4. **public** **void** testList\_ThrowsException() {
6. List<String> mocklist = mock(List.**class**);
8. when(mocklist.get(Mockito.anyInt())).thenThrow(**new** RuntimeException("Error.."));
9. mocklist.get(0);
10. }
11. }

# **Hamcrest Matchers**

**Hamcrest** is a popular framework that help us to create the matcher objects. It is used for writing software tests and also performs unit testing in Java programming language. Hamcrest is mainly used with other unit testing frameworks like **JUnit, jMockit, Mockito,** etc.

1. **public** **class** HamcrestMockito {
3. @Test
4. **public** **void** test() {
6. List<Integer> num = Arrays.asList(99,123,45,148,33);
8. assertThat( num, hasSize(5));
9. assertThat( num, hasItems(99,45));
11. assertThat( num, everyItem(greaterThan(20)));
12. assertThat( num, everyItem(greaterThanOrEqualTo(33)));
13. assertThat( num, everyItem(lessThan(150)));
14. }

# **Mockito Annotations**

The Mockito framework provides a variety of annotations to make the code simple and easy to understand. Also, it reduces the lines of code that helps in focusing on the business logic. In Mockito, annotations are useful when we want to use the mocked object at different places to avoid calling the same methods multiple times.

The Mockito annotations are given below:

* **@Mock:** It is used to mock the objects that helps in minimizing the repetitive mock objects. It makes the test code and verification error easier to read as parameter names (field names) are used to identify the mocks. The @Mock annotation is available in the **org.mockito** package.  
  Following code snippet shows how to use the @mock annotation:

1. @Mock
2. ToDoService servicemock;

#### **Note: The @Mock annotation is always used with the @RunWith annotation.**

* **@RunWith:** It is a class-level annotation. It is used to keep the test clean and improves debugging. It also detects the unused stubs available in the test and initialize mocks annotated with @Mock annotation. The @RunWith annotation is available in the **org.mockito.junit** package.  
  Following code snippet shows how to use the @RunWith annotation:

1. @RunWith(MockitoJUnitRunner.**class**)
2. **public** **class** ToDoBusinessMock {
3. .....
4. }

n the above code snippet, the **MockitoJUnitRunner** class is used to check that all the mocks are created and autowired when needed.

* **@InjectMocks:** It marks a field or parameter on which the injection should be performed. It allows shorthand mock and spy injections and minimizes the repetitive mocks and spy injection. In Mockito, the mocks are injected either by setter injection, constructor injection, and property injection. The @InjectMocks annotation is available in the **org.mockito** package.  
  Following code snippet shows how to use the @InjectMocks annotation:

1. @InjectMocks
2. ToDoBusiness business;

* **@Spy -** It allows the creation of partially mock objects. In other words, it allows shorthand wrapping of the field instances in a spy object. Like other annotations, @Spy annotation is also available in the **org.mockito** package.  
  Following code snippet shows how to use the @Spy annotation:

1. @Spy
2. ArrayList<String> arraylistSpy;

### **Example of Mockito annotations (@Mock, @RunWith, @InjectMocks, @Captor, @Spy)**

**Step 1:** Create an interface named **ToDoService** that contains two unimplemented methods.

|  |  |  |
| --- | --- | --- |
| **ToDoService.java**   1. **import** java.util.List; 2. **public** **interface** ToDoService { 3. **public** List<String> getTodos(String user); 4. **public** **void** deleteTodos(String doString); 5. } | **Step 2:** Create an implementation class named **ToDoBusiness.**  **ToDoBusiness.java**  **public** **class** ToDoBusiness {  **public** ToDoService doService;  **public** ToDoBusiness(ToDoService doService) {  **this**.doService = doService;      }  **public** List<String> getTodosforHibernate(String user) {          List<String> hibernatelist = **new** ArrayList<String>();        List<String> Combinedlist = doService.getTodos(user);  **for**(String todo:Combinedlist) {  **if**(todo.contains("Hibernate"))            {   hibernatelist.add(todo);     }            } **return** hibernatelist;  }    **public** **void** deleteTodosNotRelatedToHibernate(String user) {   List<String> Combinedlist = doService.getTodos(user);  **for**(String todos:Combinedlist) {  **if**(!todos.contains("Hibernate"))              {   doService.deleteTodos(todos);              }   }  } | **Step 3:** Create a mock test named **ToDoBusinessMock** for testing purposes. In the following code, we will use all the annotations that we have discussed above.  **ToDoBusinessMock.java**  @RunWith(MockitoJUnitRunner.**class**)  **public** **class** ToDoBusinessMock {      @Mock      ToDoService servicemock;      @InjectMocks      ToDoBusiness business;       @Captor  ArgumentCaptor<String> argumentCaptor;      @Spy      ArrayList<String> arraylistSpy;       @Test  **public** **void** deleteTodosusing\_BDD() {        List<String> combinedlist = Arrays.asList("Use Hibernate Java",        "Use Hibernate Core", "Use Hibernate", "Use Spring MVC");         given(servicemock.getTodos("dummy")).willReturn(combinedlist);          arraylistSpy.add("Mockito1");        arraylistSpy.add("Mockito2");         // When        business.deleteTodosNotRelatedToHibernate("dummy");          // Then        verify(arraylistSpy).add("Mockito1");        verify(arraylistSpy).add("Mockito2");        verify(servicemock, times(1)).deleteTodos("Use Spring MVC");        verify(servicemock, never()).deleteTodos("Use Hibernate Java");        verify(servicemock, never()).deleteTodos("Use Hibernate");         assertEquals(2, arraylistSpy.size());        System.out.println("test is working..");       }          @Test  **public** **void** deleteTodosusing\_BDD\_usingArgumentCaptor() {          //Given        List<String> combinedlist = Arrays.asList("Use Hibernate Java",        "Use Hibernate Core", "Use Hibernate", "Use Spring MVC");          given(servicemock.getTodos("dummy")).willReturn(combinedlist);          //When        business.deleteTodosNotRelatedToHibernate("dummy");          //Then        then(servicemock).should().deleteTodos(argumentCaptor.capture());        assertThat(argumentCaptor.getValue(),is("Use Spring MVC"));        System.out.println("test is working..");       }   } |

# **PowerMock**

 The PowerMock framework uses a custom classloader and bytecode manipulation techniques to enable the mocking of static methods, final classes, final methods, private methods, constructor, and removal of static initializers. The main aim of PowerMock is to extend the existing APIs with some methods and annotations to provide extra features that make unit testing quite easy.

The PowerMock framework provides a class called **PowerMockito** used to create mock objects and initiates verification and expectation. The PowerMockito provides the functionality to work with the Java reflection API.

Using the powermock

1.We need to add power mock dependencies

**Step 2:** Apply the PowerMock annotations

To use PowerMock with Mockito, we need to apply the following **two** annotations in the test:

**@RunWith(PowerMockRunner.class):** It is the same as we have used in our previous examples. The only difference is that in the previous example we have used MockitoUnitRunner.class, now we will use PowerMockRunner.class for enabling the PowerMockito APIs in the test.

**@PrepareForTest:** It tells PowerMock to prepare some classes for testing. It can be applied to both the test classes and the individual test methods. It includes classes with final, static, private, or native methods that can be mocked.

1. @RunWith(PowerMockRunner.**class**)
2. @PrepareForTest(Utility.**class**)
3. **public** **class** Powermock\_test {
4. }

There are following examples of PowerMock with Mockito and JUnit frameworks.

### **1. Mocking static methods**

**Step 1:** Create a class that contains a static method. We have created a class with the name **Utility.**

**Utility.java**

1. **public** **class** Utility {
2. **public** **static** String staticMethod(String call) {
3. **return** call;
4. }
5. }
6. @RunWith(PowerMockRunner.**class**)
7. @PrepareForTest(Utility.**class**)
8. **public** **class** Powermock\_test {
10. @Test
11. **public** **void** TestStaticMethod\_WithPowerMockito() {
13. String call = " Hi there, I'm using PowerMock with Mockito ";
14. String callexpectation = " Call Expectation for you. ";
16. PowerMockito.mockStatic(Utility.**class**);
17. PowerMockito.when(Utility.staticMethod(call)).thenReturn(callexpectation);
19. String actualcall = Utility.staticMethod(call);
20. assertEquals(callexpectation, actualcall);
21. }
22. }

### **Mocking private methods**

In the following example, we will create a mock of private methods.

**Step 1:** Create a class that contains a private method. We have created class with the name **Utility** and defined a private method and a public method (that returns the object of private method).

**Utility.java**

1. **public** **class** Utility {
3. **private** String privateMethod(String message) {
4. **return** message;
5. }
7. **public** String callPrivateMethod(String message) {
8. **return** privateMethod(message);
9. }
10. }
11. @RunWith(PowerMockRunner.**class**)
12. @PrepareForTest(Utility.**class**)
13. **public** **class** Powermock\_test {
15. @Test
16. **public** **void** TestPrivateMethod\_WithPowerMock() **throws** Exception {
18. String message = " PowerMock with Mockito and JUnit ";
19. String expectedmessage = " Using with EasyMock ";
21. Utility mock =PowerMockito.spy(**new** Utility());
22. PowerMockito.doReturn(expectedmessage).when(mock, "privateMethod", message);
24. String actualmessage = mock.callPrivateMethod(message);
25. assertEquals(expectedmessage, actualmessage);
27. System.out.println(PowerMockito.verifyPrivate(getClass()));
28. }
29. }

### **Mocking final methods**

In the following example, we are going to mock final methods.

**Step 1:** Create a class that contains a final method. We have created a class with the name Utility and defined a final method named **finalMethod.**

**Utility.java**

1. **public** **class** Utility {
3. **public** **final** String finalMethod(String message) {
4. **return** message;
5. }
6. }
7. @RunWith(PowerMockRunner.**class**)
8. @PrepareForTest(Utility.**class**)
9. **public** **class** Powermock\_test {
11. @Test
12. **public** **void** TestFinalMethod\_WithPowerMock() **throws** Exception {
14. String message = " PowerMock with Mockito and JUnit ";
15. Utility uti = PowerMockito.mock(Utility.**class**);
16. PowerMockito.whenNew(Utility.**class**).withNoArguments().thenReturn(uti);
18. Utility uti2 =  **new** Utility();
19. PowerMockito.verifyNew(Utility.**class**).withNoArguments();
21. PowerMockito.when(uti2.finalMethod(message)).thenReturn(message);
23. String message2 = uti2.finalMethod(message);
24. Mockito.verify(uti2).finalMethod(message);
25. assertEquals(message, message2);
26. }
27. }